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Abstract: Extreme programming is an agile methodology for software development that performs very well with 

changing requirements. XP is one of the most commonly used methods among other agile methods. However, it is 

implemented sequentially on all activities Moreover; classical XP suffers from an architectural design. Therefore, there 

is a need for a framework that integrates the strengths of component based architecture refinement reusability into the 

Extreme Programming Methodology. Which gives a clear vision about a current architectural design requirement 

without any additional features that are not yet needed?  And constantly redesigning through refinement and refactoring 

concept. The design is simple and loosely coupled as possible, thus making future modifications easier, and achieving 

the XP values i.e. simplicity and feedback. This will result in reusability of component architecture and to reduce the 

development effort, time and provide quality software.  
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I. INTRODUCTION 

 

Extreme Programming (XP) is an iterative and incremental 

agile software development method. That aims to develop 

software in environments of unclear and changing 

requirements. The XP focused highly around customer 

satisfaction and involvement, incremental delivery of 

software and stakeholders' collaboration and cooperation. 

These principles help projects with changing requirements 

to succeed.  In XP, programmers develop the system in 

pairs. Code is well tested and reviewed. Only the current 

functional requirements are focused, without any 

additional features that are not yet needed extreme 

programming demonstrated dynamism through four 

values: 

 Simplicity − achieved by a constant focus on 

minimalist solutions. 

 Communication  −  continual communication with the 

customer and within the team 

 Feedback −  rapid feedback through mechanisms such 

as unit and functional testing 

 Courage − the courage to deal with problems 

proactively  

 

Although developers might use many different XP 

practices, the method typically consists of 12 basic 

elements: 

 Planning game − quickly determine the next release’s 

scope, combining business priorities and technical 

estimates. The customer decides scope, priority, and 

dates from a business perspective, whereas technical 

people estimate and track progress. 

 

 

 Small releases − Put a simple system into production 

quickly. Release new versions on a very short (two-

week) cycle. 

 Metaphor − Guide all development with a simple, 

shared story of how the overall system works. 

 Simple design: Design as simply as possible at any 

given moment. 

 Testing − Developers continually write unit tests that 

must run flawlessly; customers write tests to 

demonstrate that functions are finished. “Test, then 

code” means that a failed test case is an entry criterion 

for writing code. 

 Refactoring − Restructure the system without changing 

its behavior to remove duplication, improve 

communication, simplify, or add flexibility. 

 Pair programming − All production code is written by 

two programmers at one machine. 

 Collective ownership − anyone can improve any 

system code anywhere at any time. 

 Continuous integration − Integrate and build the 

system many times a day (every time a task is 

finished). Continual regression testing prevents 

functionality regressions when requirements change. 

 On-site customer − Have an actual user on the team 

full-time to answer questions. 
 

II. LITERATURE-REVIEW 
 

Software architecture research domain is rapidly evolving 

as the systems increase in size and complexity [3].  The 
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architecture of a software system can have a major impact 

on system efficiency, maintainability, and evolvability. 

 System development by refinement is a formal model-

driven development process. Re-finement allows us to 

ensure that a refined, i.e., more elaborated, model retains 

all the essential properties of its abstract counterpart. Since 

refinement is transitive, the model-driven refinement-

based development process enables development of 

systems correct-by construction [8]. 

The precise definition of refinement depends on the 

chosen modelling framework and hence might have 

different semantics and the degree of rigor. The 

foundations of formal reasoning about correctness and 

stepwise development by refinement were established by 

Dijkstra [1-2], and then further developed by R.J.R .Back 

[5]. The component based architecture refinement 

framework, component is the most basic element of 

software, first of all the system as a high level of abstract 

component, describe the specification of component in 

accordance with its functional requirements, and then 

decompose it to generate a number components including  

data, ports, behaviours’ of components[4]. 

Extreme programming is a methodology for software 

system development that focuses on high customer 

integration, extensive testing, code-centered development 

and documentation, refactoring and paired programming. 

In this approach every 3-4 weeks, a new fully functional 

release is delivered and reviewed by the customer. The 

specifications for each release are captured incrementally 

using use case scenarios [6]. 

Stepwise refinement is a top-down design strategy used 

for decomposing a system from a high level of abstraction 

into a more detailed level (lower level) of abstraction. At 

the highest level of abstraction, function information is 

defined conceptually without providing any information 

about the internal workings of the function or internal 

structure of the data. As we proceed towards the lower 

levels of abstraction, more and more details are available 

[5]. 

 

III. PROPOSED WORK 

 

A.  Problem Identification 

Despite the benefits offered by XP, several drawbacks are 

noted: 
 

 XP doesn't work with distributed development 

environment. The reason is that the practices and 

activities of XP require high collaboration, 

involvement, and face-face meeting and customer to be 

with the team. Due to the high agility of  XP and 

simplicity of its design  

 The system is developed very quickly without taking 

reusability of newly added components into account. 

  XP doesn't take the advantage of component based           

architecture into account.  

 XP is not suitable with outsourced team. This is 

because the XP needs highly competent members in 

team. These members need to collaborate, trust, respect 

and be self organized. Such skills are hard to find in 

outsourced team members who work just for the 

project that is assign to them. 

 XP suffers from weak documentation  

 Lack of overall design for the system. 

 

B. Proposed  Solution  

The frameworks aim to keep architecture design be 

constantly redesigning through refinement and refactoring. 

The design is simple and loosely coupled as possible, thus 

making future modifications easier, further automated 

testing tries to ensure that modifications and refactoring do 

not create faults in the existing code. 

We combine the salient aspects of software reuse and agile 

development and present an integrated approach to 

promote component architecture reuse. This approach is 

aimed at embedding architecture reuse as a standard 

practice within Extreme Programming.  

Our proposed reuse process model is shown in Figure 1. 
 

It consists of the following steps: 

Step 1 - Component search and retrieval 

Step 2 - Identify components to extend and refine 

Step 3 - Generate target components, and  

Step 4 - Repository management.  

Each of these steps is briefly described below. 

 

Step 1 - Search and Retrieval: The objective of this step is 

to search and retrieve relevant components from the reuse 

repository that can meet the current requirements of the 

system. Components that implement the methods that 

support the functionalities desired in the target system are 

searched. The output of this step is the initial set of 

potential components that may be relevant to the system 

requirements [6]. 

 

Step 2 - Identify Components to Extend and Refinement: 

The initial set of components is further examined to select 

the most appropriate components. In this step, we focus on 

identifying which parts of the component are directly 

relevant and which parts need to be eliminated. 

Components may have to be extended with additional 

functionalities to meet the requirements. The components 

that directly satisfy a requirement may also have problems 

as they may not have been designed properly be highly 

structured or efficient. Based on the components’ 

goodness of fit, they are flagged as candidates for 

customization, extension, or refactoring. 

 

Step 3 - Generate Target Components: This step focuses 

on creating the components that are suitable for inclusion 

in the application that is currently under development. 

These components are created either through extension 

and customization, or through refactoring, or both. 

 

Step 3a - Extend/Customize Component: Components that 

partially support a requirement may have to be extended or 

customized by adding new properties or customizing an 

existing property. 
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Fig. 1  Component Based Architecture Refinement and Refactoring Reusability Model for Extreme Programming cycle 

 

The extension and customization of components changes 

their behaviour and hence needs to be tested. There is a 

feedback mechanism between this step and the initial step 

of component identification. The modified components 

may also be refinement and refactored to make them more 

efficient and be suitable for the application that is being 

developed. 

 

Step 3.1 - Refinement Component: Stepwise refinement is 

a top-down design strategy used for decomposing a system 

from a high level of abstraction into a more detailed level 

(lower level) of abstraction. At the highest level of 

abstraction, function or information is defined 

conceptually without providing any information about the 

internal workings of the function or internal structure of 

the data. As we proceed towards the lower levels of 

abstraction, more and more details are available. Software 

designers start the stepwise refinement process by creating 

a sequence of compositions for the system being designed. 

Each composition is more detailed than the previous one 

and contains more components and interactions. The 

earlier compositions represent the significant interactions 

within the system, while the later compositions show in 

detail how these interactions are achieved.  

 

Step 3.2 - Refactor Component: Refactoring is an 

important design activity that reduces the complexity of 

module design keeping its behaviour or function 

unchanged. Refactoring can be defined as a process of 

modifying a software system to improve the internal 

structure of design without changing its external 

behaviour. During the refactoring process, the existing 
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design is checked for any type of flaws like redundancy, 

poorly constructed algorithms and data structures, etc., in 

order to improve the design. For example, a design model 

might yield a component which exhibits low cohesion 

(like a component performs four functions that have a 

limited relationship with one another). Software designers 

may decide to refractor the component into four different 

components, each exhibiting high cohesion. This leads to 

easier integration, testing, and maintenance of the software 

components.  

 

Step 4 - Repository Management: All the components 

created from the previous step along with their 

relationships are stored in a repository for future use. 

Consistency checking and repository management is an 

essential aspect of this approach. The component 

searching process should take into account these 

relationships. The retrieved components are most useful if 

they directly meet the requirements and are consistent with 

each other. Storing the new components in the repository 

takes into account feature. 

 

IV.  METHODOLOGY 

 

 Unified modeling Language 

 IBM Rational Rose Software 

 

V.  FINDINGS 

 

 Extreme programming can be used as both code and 

design centric development. 

 Reusability of Component design reduces the 

development effort, time, and cost and provides quality 

software. 

 The design is simple and loosely coupled as possible, 

thus making future modifications easier, and achieving 

the XP values i.e. simplicity. 

 Framework gives a clear vision about a current 

architectural design requirement without any additional 

features that are not yet needed. This helps in rapid 

development. 

 

VI. CONCLUSION 

 

This paper gives a clear vision about a current 

architectural design requirement without any additional 

features that are not yet needed. And constantly 

redesigning through refinement and refactoring concept. 

The design is simple and loosely coupled as possible, thus 

making future modifications easier, and achieving the XP 

values i.e. simplicity and feedback. It helps to reduce, the 

development effort, time and provide quality software.  

This framework combine the features of two important 

XP practices that is 

1. Simple design and 

2. Refactoring  
 

Concept into component based architecture refinement 

framework. 
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