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Abstract: The field of software engineering is related to the development of building software. The comprehensive systems or Enterprise Resource Planning systems need for systematic development unlike simple programs which can be developed standalone and there may be without any systematic approach. Nowadays, the software industry is an independent market, whereas the world is facing another information technology revolution, which is the biggest and most complex one after the industrial revolution. The increase of the popularity of the internet, WWW and the new developments in mobile computing and artificial intelligence are changing the business requirements and practices. This research deals with a critical and important issue in computer world. It is concerned with the software management processes that examine the area of software development through the software process models, where these models will guide the work and influence the quality of the final software by using several development techniques, which are known as software development life cycle. It represents different development models such as the waterfall, iterative, incremental, spiral and extreme programming. These models have advantages and disadvantages as well. Therefore, the main objective of this research is to represent different models of software development and which of these models can be used to develop ERP systems according to the ERP characteristics to be more adaptive with environment change based on business process concepts.
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I. INTRODUCTION

Any application on computer runs through software. The computer technologies have changed tremendously lately, in addition to the significant changes in software development. In the early years, the software was developed either by a single programmer or by a small programming team according to the size of project. The development of these programs was dependent on the programmer’s skills and no strategic software practices. Late 1980s, the size of software and the application domain of software increased in addition to the increased of complexity. Consequently, the software development required bigger teams were engaged and more organized. Software has been developed from tools used for analyzing information for solving a problem to product software itself. Software consists of documents and programs that consist of a collection that has been established to be a part of software engineering procedures. Moreover, the objective of software engineering is to create a suitable work that constructs high quality programs [1]. For that, there is requirement for standard set of steps, techniques, and tools to solve these problems for building software, called a software process model. It is used to develop and support their information systems and the development of these systems often follows software development life cycle [2], [3], [4].

II. ERP SYSTEMS

ERP system solutions are currently in high demand by both manufacturing and service organizations because they provide a tightly integrated solution to an organization's information system needs [5]. ERP systems have been known as systems that bring integration to several business activities within complex organizations, ERP systems are becoming a standard information system, irrespective of the size and nature of the organization, so the drives for ERP systems are technological and operational factors [6]:

- Technological factor is replacement of disparate systems (hardware/software) because of difficulty of maintenance, integration of processes and systems, and the software does not meet business needs.
- Operational factors are customer satisfaction, improvement of process, simplification of complex process, and standardization of process.

ERP system has the ability to automate and integrate the business processes of organization, to share common data and practices across the organization, and to produce and access information in real time [7]. Nowadays, the world is facing another revolution biggest and most complex after industrial revolution, which is the information technology revolution. The increase of the popularity of internet, WWW, new technological development in mobile computing and artificial intelligence is changing the business requirements and business practices. ERP system are customizable, standard application software that includes integrated business solutions, providing a significant improvements in efficiency, productivity and service quality, and reduce in service costs as well as to more effective decision-making [8].
III. SOFTWARE PROCESS MODELS

A software process model is a simplified representation of the process. It presents a description of a process from a particular perspective such as: (1) specification, (2) design, (3) validation, (4) evolution [1]. The software development will guide the work and influence the quality of the final software by using several development techniques. These models need close communication between the client and the software development team to minimize the understanding gap [9].

IV. GENERAL SOFTWARE PROCESS MODELS

Software development methodology or software process model is set of standard steps using by most organizations find it beneficial to develop and support their information systems, such as many processes, so the development of these systems often follow a life cycle called Software Development Life Cycle(SDLC). SDLC is a common methodology for software development in many companies. It uses a set of activities conducted for each project through many phases, which make up the effort of the progress of the system analysis and design [2]. It is one of the key underlying concepts in information system development in many organizations having numerous variations of software process models.

ERP systems life cycle models represent the various stages throughout project development. Any system development life cycle should encompass project definition, system study, design, programming, installation, and post-implementation stages. The approach commonly uses a waterfall method where those stages are executed sequentially and only once for each system; and then a prototyping where the stages are repeated; and finally refining as an initial solution until it can be used as the complete system [10].

Moreover, there are many common software models used to direct the software project based on the life cycle concept. But one software process model is not necessarily suitable for use by all projects [11]. The most common process models are: waterfall, iterative, prototype, incremental, spiral, reuse oriented development, RAD, Rational Unified Process model (Rup), and agile methodology - eXtreme Programming (XP) [2]. [12]. However, each model is designed for a specific purpose and most of them has similar aims and thus share many common tasks. The section will describe the structure of each model and present the advantages, disadvantages.

Waterfall Model

Waterfall is the traditional and classical model used for software development. Sometimes called the classic life cycle or the waterfall model, the linear sequential model, it is the first software development process model derived from engineering process (Royce, 1970), this model contains six discrete phases (initial investigation, requirements definition, system and software design, development and testing, implementation, and operation and support) [13], [14] (see Fig. 1).

Advantages: ease of planning and integration, ideal for supporting less experienced project managers through offering easy way to manage and control the work; the progress of system development is measurable, strict on orderly sequence of development steps to help insure the quality, reliability, and the maintenance of the developed software [12].

Disadvantages: it is not possible to collect all current and future requirements from system user at beginning; required a set of plans written and approved by the users; this model is complex, inflexible to modify; a project progresses is time consuming, slow, costly and difficult to respond for later changes in the life cycle; existence of a gap between specification and system deployment; problems are often not discovered until system testing; inherent risks if one step contains an error or is not completed [11], [15].

Iterative model

The difficulty with the waterfall model created order for a new method of solving problems of waterfall model and which could provide faster results, require less in advance information, and offer greater flexibility. This address in the iterative development model, the main idea of this model is based on divided project into small parts like mini-waterfall process. This allows the development team to show results earlier in the process and get valuable feedback from system users [13] (see Fig. 2).
Advantages: user community is involved actively throughout the project; the project is breaking down into smaller parts for less complexity; and the feedback from system users [11].

Disadvantages: user community actively involved throughout all project phases; this requires more time for the staff, and that means adding more time for a project period; this model needs more communications and coordination skills in project development, and the formal requests for the project improvements after each phase may lead to confusions in controlled mechanism for handling requests to be developed; no proper documentation is made for the projects even in current or future; and fast development often leads to poor quality results [11].

Prototype Model
The framework of this model is iterative, and proposes to integrate with other models like waterfall to make them more effective. Prototyping model is used to display all possible application systems and provide communication between the user and developer. The phases of this model are developers listen to customer’s needs, develop some demos, rebuild and these are evaluated by users until they have been accepted the design from users. This model is used when it is difficult to know all requirements at the beginning of the project [13] (see Fig. 3).

Advantages: more effective than the waterfall model in producing a system which meets the needs of customers; provides an early vision of the solution; allows the customer to find more requirements and participate in the process; useful for customization package; rapid feedback across activities; clarification of user for the best practices of a design process [16].

Disadvantages: poor structure; the process is unclear while the system is developed quickly and not cost effective to produce documents; requires special tools and techniques; poorly designed system can lead to a quick and poor quality system; not full integration of the system.

Incremental Model
The framework type is a combination of linear and iterative. It combines the elements of the waterfall model with the iterative of prototyping. This process supports a software engineer to develop more comprehensive software [13]. The objective of this model is used to reduce the inherent project risk by breaking the project into smaller components or increments. The phases in this model are: communication, planning, analysis, design, implementation, integration, testing, and customers’ evaluation. Each iteration process and feedback loops produces a new increment until the product is complete [9], [16].

Advantages: customers can get important functionality early, initial products are delivered fast, more flexible than waterfall and less cost to change scope and requirement, help to manage the risks of the project during the iterations, gradual implementation, production more quickly and less number of developers, reducing rework in the process [11], [13].

Disadvantages: requires good planning and design, required well-defined interfaces, difficult problems tend to be pushed as a management problem. Furthermore, the validation for each phase and the overlapping stages is not considered [11], [16].

Spiral Model
The framework type is a combination of linear and iterative. It includes the best features from the waterfall and prototype models, and introduces a new component [11]. This model repeated the process bypasses through iterations in this model the angular component represents progress and the radius of the spiral represents a cost. In addition, this model is used for more negotiation to resolve more conflicted requirements and achieves better resolution.

According to [14], [15] presented that this model is proposed by Barry Boehm in 1988. It was designed to combine the best features from its iterative nature of prototyping and the controlled and systematic aspects of the waterfall model. It introduces a new component risk-assessment as a step to evaluate each version of the system and determines whether or not continues development. Also, this model is presented as a spiral; each loop in spiral represents into four sectors (see Fig. 4).
Advantages: high analysis to mitigate project risk, provides early indication for quality assurance through prototyping at each stage in system, combination of waterfall, prototyping and incremental model as special cases in the framework, the combination gives early feedback from users and produced the software early [1], [11].

Disadvantages: high cost for more customization and quite complex, needs specific expertise in risks analysis, not suitable for small projects, no controls for moving from one cycle to another, so each phase may generate more works for the next cycle; they have no specific deadlines, also there is a problem when requirements of users are unclear [1], [16].

Rapid Application Development Model (RAD)
The Rapid Application Development (RAD) is iterative model based on short incremental cycles of business priorities and customer requirements. The phases of RAD are: requirements and planning, user design, construction and cutover phase. RAD relies on joint activities such as Joint Requirement Planning (JRP), Joint Application Development (JAD) and Database Management Systems (DBMS) to complete the software. It focuses on development instead of analysis, design and feedback from users and covers all phases of the waterfall at a fast rate [9], [13], [16].

Advantages: to complete user’s requirements with fast development, costs saving and less human efforts, encourages customer’s feedback, customer participates throughout the complete cycle, allows customization to package, uses modeling concept to achieve a high degree of flexibility and maintainability, provides the integration at the beginning, manages the changes in system design as demanded by users [11], [16].

Disadvantages: fast development and low cost may lead to poor quality; requires highly skilled developers and designers; hard to use with legacy systems; risks for never close the project problems; a lot of needs to customer participation; difficult with module reuse for future systems; not suitable for cheaper projects and for safety and critical projects.

Reuse-Oriented Model
Reuse Oriented Model is system that assembles from the existing components. It is also been viewed as a concept for rapid systems development. This kind of models called Components Based System (CBS) that build or develop software applications from existing software components or parts. These components are glued together to compose an application. The basic idea behind the reuse model is software developed in parts, this software parts are called components. In addition, each component represents a part of the system to complete functions and it is designed to serve a particular purpose [13]. The phases of this model are: requirements, analysis and design, development and testing, and release and deployment phases [17].

Advantages: faster delivery of software to the organization: reduces the cost and risks: reduces the amount of software to be developed: reduces the need for maintenance; it provides efficiency and reliability.

Disadvantages: it does not meet the real needs of users because of reducing the requirements are a must: lost some control over the system evolution: limited for use in object-oriented development environment and the low performance is a major problem with this kind of applications.

Extreme Programming (XP)
Extreme Programming (XP) is an agile software development methodology that handles rapid changes in requirements and environments in short increments and release cycles. Also XP can be described as a development method for projects where not all requirements and features of a system can be defined and planned before the development start [18]. The phases of XP model are listed below as [2]:

- Exploration phase - customers accumulate the requirements for the first release, then the project leader and platform owner estimate how many persons per day.
- Planning phase - platform owner and customers to discuss the requirements.
- Designing phase - change requires parts to the system, so this part of the daily business of all programmers in XP.
- Coding phase - the code is used to learn about the system itself, communicate solutions, algorithms description, and express tests.
- Testing phase - all tests must be executed to cover all functions and procedures

Advantages: fast development and cost saving, produce better team cohesion and cooperative, emphasis on the final product, integrate with traditional development methods, iterative process, means the short gap between system releases, simplicity and rapid feedback, the testing based on requirements and quality assurance [19].

Disadvantages: fast development leads to poor quality software, needs experience and skills, costly by using some tools as programming pairs (two programmers), difficult to prioritize changes, spend time between customers and development team will lead to success, and test case construction needs specialize skills.

V. ERP SYSTEM CHARACTERISTICS

ERP system has a set of specific characteristics, so these characteristics is derived and based on the literature search on ERP system characteristics in general and the comparisons with other software solutions. Therefore, in this work the unique features of ERP project were identified and used as a help to understand what they are, what they can do, how they differ from other IT packages, and what characteristics of an ERP development methodology [15].
There are several specific characteristics affect the ERP life cycle: complexities, flexibility, software packages, integration, best practice, completeness, openness, and change process [15], [20], [21], [22], [23], [24].

VI. EVALUATION SOFTWARE PROCESS MODELS FOR ERP SYSTEMS

TABLE I EVALUATION OF SOFTWARE PROCESS MODELS AGAINST ERP CHARACTERISTICS

<table>
<thead>
<tr>
<th>ERP Characteristics</th>
<th>Software Process Models</th>
</tr>
</thead>
<tbody>
<tr>
<td>Integration</td>
<td>Waterfall</td>
</tr>
<tr>
<td>High</td>
<td>Medium</td>
</tr>
<tr>
<td>Complexity</td>
<td>High</td>
</tr>
<tr>
<td>Completeness</td>
<td>High</td>
</tr>
<tr>
<td>Flexibility</td>
<td>Low</td>
</tr>
<tr>
<td>Best Practice</td>
<td>Medium</td>
</tr>
<tr>
<td>Software Packages</td>
<td>Low</td>
</tr>
<tr>
<td>Openness</td>
<td>Medium</td>
</tr>
</tbody>
</table>

VII. CONCLUSION

The following conclusions can be drawn from the present study, that ERP is known as an integrative information system that supports the work processes and resource management of an organization. These software systems are still highly risk and complex because it contained several applications, large size, high cost, large development teams, and usually required limit time schedule. The implementation process of these systems associated massive change in organization structure, business process, and people work. The development of these systems is usually requiring substantial investments of time, cost, and efforts together with a redesign of work process. Therefore, ERP systems are more than just new software solution, which is an application software package developed by independent software vendors.

In general, most software process models working as a standalone model did not achieve all or most of the main characteristics of ERP. Therefore, a need to establish a model to achieve most of main characteristics of ERP that depends on the integration of current software process models to meet the general requirements and needs to organization.
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