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Abstract: Algorithm visualization illustrates how algorithms work in a graphical way. It mainly aims to simplify and deepen the 

understanding of algorithms operations. Within the paper, we discuss the possibility of enriching the standard methods of teaching 

algorithms, with algorithm visualizations. As a step in this direction, we introduce the Algorithm visualizer platform, present our 

practical experiences and describe possible future directions, based on our experiences and exploration performed by means of a simple 

questionnaire 
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I. INTRODUCTION 

 

Understanding Data Structures and Algorithms (DSA), which includes the arrangement of algorithm theory, is a very 

challenging task in the computer science field [1-2]. DSA is one of the most important subjects, but due to its abstract 

character, it is also one of the most difficult to master [3]. The difficulty is generally due to the algorithm, which is derived 

from dynamic step-by-step procedures. 

Programming classes are included in both computer science and information science curriculum. Their objective is to 

educate students on fundamental programming principles such as control, methods of aggregation, sorting algorithms, 

and structures, etc. pupils, to support them in their learning [4]. The objective of novice programmers is to implement the 

abstract process of algorithm execution in a way or language that will be understandable to the computer. However, if a 

programmer wants to ‘explain’ something to the computer, he or she first has to understand it perfectly [5]. Namely, it is 

very difficult to understand and learn complex algorithms such as iterations, recursions or sorting algorithms only by 

watching code lines or a flow chart. On the contrary, if students can control their own data sets and see the whole process 

of algorithm execution, they are able to draw conclusions from the resulting data or in course of the algorithm 

visualization [6]. 

 

This paper is presented as follows. Section 2 throws light on the Relevance of the work. This section points out the Need 

and Observations related to the proposed system followed by the Motivation behind it and a Literature Survey of the 

work. Section 3 of the paper describes AlgoViz. Section 4 discusses the merits of the proposed system. Section 5 Analyses 

the Result and Section 6 discusses the Conclusion and Future Work. 

 

 

II. RELATED WORK 

II.I Need & Observation 

 

  Algorithms and Data Structures are critical components of computing and should be included in any computer 

professional's education. A thorough comprehension of the topic in the last few decades, due to an increase in 

the number of students enrolled in technical schools introducing approaches to help and enrich their schooling 

[7]. The system that has been proposed focuses on learning and comprehending algorithms with the assistance 

of visualizations. Visualizations assist students in understanding concepts. 

 

To better understand and grasp the power of algorithms, students need to understand the algorithms at a low level, 

which is not possible in today's learning methods. With the rise in the online education system during the 

pandemic [8], there is a need for a relevant platform where teachers can teach algorithms easily and assess 

students remotely. 
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 II.II MOTIVATION 

 

 

In unprecedented times such as Covid-19 where online education is of utmost importance, there is a need for a 

platform for teachers to teach students effectively. DSA is the crux of Computer Engineering and its understanding 

is of utmost importance. Visualization of any topic gives a clear understanding of a particular topic and helps the 

learner grasp the concept quickly. VizAlgo is designed with this motivation to help learners easily grasp and 

understand any data structure or algorithm concept and to bring teachers and students in one place to provide a 

collaborative platform to ease remote learning. 

The project is developed with the motivation to help students, scholars, professionals to learn and understand the 

concepts of Data Structures and Algorithms. It also provides a synergetic platform to ease remote learning 

 

II.III LITERATURE REVIEW 

 

To design effective software, every software engineer needs to have a thorough understanding of DSA. Visualizers 

have a proven track record of giving useful informa tion to the user’s comprehension. The various Algorithm 

Visualizers developed so far over the past few years are: 

 

An Artificial intelligence search Algorithm visualizer has been developed in the past by Abu Naser et al., in 2008 

[9]. The tool was deployed to solve the water jug problem with strategic three operational modes.  

 

A platform named JHAVEPOP was made by Furcy David in 2009 [10]. Languages like C++ or Java having Data 

Structures as Linked List can be visualized using this platform. The platform creates step by step visualization of the 

code written by the scholar in C++ or Java. 

 

A platform VisuAlgo was designed by Dr Steven Halim [11] in 2011 to productively explain the foundation of 

distinct algorithms to their students. Many Advanced algorithms were present in this platform as introduced in the 

book 'Competitive Programming' [12] which was co-authored with his brother Dr Felix Halim. The platform was 

limited to running only on small devices. 

 

A platform for Algorithm visualization was designed by Shaffer C. et Al., [13] in 2011 which was deployed on 

the belief of group learning, unlike other platforms that provided barely a limited set of algorithms to be visualized. 

Group deployed learning through forums, discussions were promoted by the platform. 

 

The idea of the operation for expanding algorithm visualization tools by the programmers perhaps upgrade the 

future of algorithm visualizers was proposed by Cooper Mathew et al., [14] in his publications in 2014.  

 

A platform named VizAlgo was initiated by Simonak Slavomair [15] in 2015. Visualization of sorting algorithms 

was the principal focus of the platform. It is comprised of mainly two interlinked components: the main component 

and a pair of individualistic parts. There were many classes for helping in the execution of code in the main segment 

while the code for visualization was present in the independent component.  

 

For the Visualization of shortest path algorithms, an e-learning software was developed by Borissova D. et al., 

[16] in 2015. The platform replenishes step by step visualization of the shortest path algorithm execution by 

conceiving, visualizing, and improving different graph structures.  

 

Algorithm visualizations were discussed and also an aspect was introduced to choose the particular algorithm 

deployed on the performance and virtue of a certain problem by Jonathan F. C. et al., [17] in 2016  

 

Algorithm visualization on the mobile platform was initiated by Supli A. A. et al., [18] in 2017. It throws light on 

two main characteristics: the layout of the User interface (UI) and its interactivity with the user.  

The designing of an algorithm visualizer was executed by Romanowska K. et al ., [19] in 2018. Moreover, 

discussions were made regarding visualizer traits deployed on training and reliability goals. 

A recursion tree visualizer was generated by Bruno Papa et al., [20] in 2020. The platform was meant to generate 

a visualized recursion tree from a certain recursion code. Reingold -Tilford's algorithm was set up to place the nodes 

of trees in a productive way 

An integrated platform named AlgoAssist has been developed by Aniket B. Ghadge et al., in 2021 [21]. The tool 

contained a lab integration feature which makes it more realistic for both students and teachers.  

. 
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 III. IMPLEMENTATION 

III.I Sorting Algorithms 

 

In sorting algorithms, the user has to give how many inputs and the set of data for inputs or he/she can generate random 

array inputs using the Generate Button. Then select the particular algorithm from the list and then the visualization of the 

selected algorithm is shown with the given inputs. Also, the web-based platform has the feature to visualize the algorithm 

as per the user’s need. 

 

A. Bubble Sort 

 

The bubble sort algorithm makes a number of passes through the list of elements. On each pass, it compares 

adjacent element values. If they are out of order, they are swapped. We start each of the passes at the beginning 

of the list Generate button. On the first pass, once the algorithm reaches the largest element, it will be swapped 

with all of the remaining elements, moving it to the end of the list. The second pass will move the second largest 

element down the list until it is in the second to last location. The process continues with each additional pass 

moving one more of the larger values down in the list. If on any pass there are no swaps, all of the elements are 

now in order and the algorithm can stop 

 

B. Selection Sort 

 

         The algorithm works as follows: 

• Find the minimum value in the list 

• Swap it with the value in the current position 

• Repeat the steps above for the remaining of the list (to the consecutive positions) 

Effectively, we divide the list into two parts: the sublist of items already sorted, which we build up from left to 

right and is found at the beginning, and the sublist of items remaining to be sorted, occupying the remainder of 

the array. 

 

C. Insertion Sort 

 

Insertion sort is a simple and efficient comparison sort. In this algorithm, each iteration removes an element 

from the input data and inserts it into the correct position in the list is sorted. The choice of the element being 

removed from the input is random and this process is repeated until all input elements have gone through. 

 

D. Merge Sort 

 

Merge sort is the sorting technique that follows the divide and conquers approach. It divides the given list into 

two equal halves, calls itself for the two halves and then merges the two sorted halves. We have to define the 

merge() function to perform the merging. The sub-lists are divided again and again into halves until the list 

cannot be divided further. Then we combine the pair of one element lists into two-element lists, sorting them in 

the process. The sorted two-element pairs are merged into the four-element lists, and so on until we get the 

sorted list. 

The important part of the merge sort is the MERGE function. This function performs the merging of two sorted 

sub-arrays that are A[beg…mid] and A[mid+1…end], to build one sorted array A[beg…end]. So, the inputs of 

the MERGE function are A[], beg, mid, and end. 

 

E. Quick Sort 

 

It is an example of the divide-and-conquer algorithmic technique. It uses recursive calls for sorting the elements, 

and it is one of the most famous algorithms among comparison-based sorting algorithms. 

The recursive algorithms are as follows: 

 

• If there are one no elements in the array to be sorted, return. 

• Pick an element in the array to serve as the “pivot” point. 

• Split the array into two parts - one with elements larger than the pivot and the other with elements 

smaller than the pivot 

• Recursively repeat the algorithm for both halves of the original array 
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III.II Pathfinding Algorithms  

 

In Pathfinding Algorithms, the user can choose from a variety of mazes available under the Generate Maze button or 

the user can build its own maze through the interactive platform. Then, the user can select from various Pathfinding 

Algorithms and then visualization of the selected pathfinding algorithm is shown. 

 

A. Dijkstra Algorithm  

 

Named for its creator, Edsger Dijkstra, Dijkstra’s algorithm was first proposed in 1959 and is the immediate 

precursor of A*. The basic process is to assign each node at a distance value, at first set to zero for the initial 

node and infinity for all other nodes. All nodes are marked as unvisited and the initial, node is marked as the 

current node. All nodes that are neighbours to the current node are examined and their distance D from the initial 

node is calculated through the current node is calculated. If this new distance D is less than the previously 

recorded distance D for that node, the new distance value replaces the old distance value for that node. When 

all neighbours of the current node are examined, the current node is marked as visited and will not be looked at 

again. The neighbour node with the lowest distance value is marked as the new current node and the process 

repeats until the target is marked as visited or all nodes are marked as visited without the target being found [22]. 

 

 

B. A* Algorithm  

 

The A* search algorithm is generally regarded as the de facto standard in-game pathfinding. It was first 

described in 1968 by Peter Hart, Nils Nilsson, and Bertram Raphael. 

For every node in the graph, A* maintains three values: f(x), g(x), and h(x). g(x) is the distance, or cost, from 

the initial node to the node currently being examined. h(x) is an estimate or heuristic distance from the node 

being examined to the target. 

The value of g(x) is the distance from the initial node to the current node through all previous nodes traversed 

to get to that point. Therefore, if A* is examining node C as a possible next step in the path after traversing node 

B, then the g(x) value of node C is equal to the distance from the origin A to node B, plus the distance from 

node B to node C. This makes the g(x) value for a given node equal to the actual distance required to travel from 

the origin to that node, through all preceding nodes. h(x) is an estimate of the distance from the current node to 

the node located at the target. f(x) is the sum of g(x) and h(x). 

A* also maintains an “open list,” which is a list of all unvisited nodes, and a “closed list,” or a list of visited 

nodes. At the beginning of the search, all nodes are on the open list, and the initial node is marked as current. 

The values of g(x), h(x), and f(x) are calculated for each of its neighbours. If the new f(x) value of a node being 

examined is less than the previous f(x) value for that node, the new f value replaces the old f value. The current 

node is moved from the open list to the closed list, the neighbour node with the lowest f(x) value is marked as 

the new current node and the process repeats until the target is added to the closed list, or there are no more 

nodes on the open list.[23]. 

 

C. Breadth-First Search  

 

The breadth-first search was discovered by Moore in the context of finding paths through mazes. BFS is a graph 

traversal algorithm to explore a tree or a graph efficiently. The algorithm starts with an initial node (root node) 

and then proceeds to explore all the nodes adjacent to it, in a breadth-first fashion, as opposed to depth-first, 

which goes down a particular branch till all the nodes in that branch are visited. Put simply, it traverses the graph 

level-wise, not moving down a level till all the nodes in that level are visited and marked. 

It operates on the first-in-first-out (FIFO) principle and is implemented using a queue data structure. Once a 

node is visited, it is inserted into a queue. Then it is recorded and all its children’s nodes are inserted into the 

queue. This process goes on till all the nodes in the graph are visited and recorded. 

 

D. Depth First Search  

 

A version of the depth-first search was investigated in the 19th century by French mathematician Charles Pierre 

Trémaux as a strategy for solving mazes. The DFS search begins starting from the first node and goes deeper 

and deeper, exploring down until the targeted node is found. If the targeted key is not found, the search path is 

changed to the path that was stopped exploring during the initial search, and the same procedure is repeated for 
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 that branch. The spanning tree is produced from the result of this search. This tree method is without the loops. 

The total number of nodes in the stack data structure is used to implement DFS traversal. 

 

IV. RESULT ANALYSIS 

IV.I Analysis for Sorting Algorithms  

 

Table I depicts the comparison between various sorting algorithms that we have implemented in our web-based 

visualization tool. The algorithms are analysed with 8 input values with average runtime in seconds. From the table below 

it is clear that Selection Sort consumes less time as compared to other Sorting Algorithms. Among all the algorithms 

Bubble Sort will be the most time-consuming algorithm as each adjacent element are compared and are swapped as per 

the requirements. The entire process will be repeated for each traversal. Hence, the time complexity of Bubble Sort is 

worse than the others. 

 

No. of 

Inputs 

Time taken 

by Bubble 

Sort in secs 

Time taken 

by Selection 

Sort in secs 

Time taken 

by Insertion 

Sort in secs 

Time taken 

by Merge 

Sort in secs 

Time taken 

by Quick 

Sort in secs 

5 4.6 2.9 4.5 4.0 2.4 

6 5.3 3.8 4.7 4.3 2.6 

7 6.3 4.9 4.9 4.9 2.9 

8 7.4 6.1 5.0 5.2 3.4 

 

TABLE I SORTING ALGORITHMS COMPARISON WITH AVERAGE VALUES 

 

IV.II Analysis for Pathfinding Algorithms 

 

An efficient algorithm is one that calculates the shortest path with the fewest number of node visitations. Among all 

the Pathfinding Algorithms, Dijkstra’s Algorithms is least efficient as it has no method of cutting down on search space 

and it made far more node visitations during each path calculation phase. Depending, on the situation A* and D* are the 

most efficient pathfinding Algorithms 

CONCLUSION AND FUTURE WORK 

 

The developed platform offers a complete perspective of visualizations for sorting and pathfinding algorithms so far. 

Also, the web-based platform can run on small devices while providing the feature to visualize at one’s own pace. 

 

As a future scope, more Algorithms for Trees, Graphs, Linked List and many more can be added. To empower 

learning of the learner concept of community learning through forums, discussion and user-based feedback can be added. 

The objective of the platform is to reduce the fear level in the minds of learners especially students regarding Algorithms 

and Data Structures. 
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