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Abstract: A mass air flow (MAF) system, based on MDO0550 sensor, FPGAs and VHDL, is presented here. The system
is capable of providing a series of controls and subsequently activate respective alarm systems, related to car engine
operation optimization. It can simultaneously monitor four basic air flow-related parameters. The first is air flow values
lowering below lower critical set value, leading to respective insufficient fuel supply. Both blue LED and half left of
board LEDs light up and buzzer also sounds to indicate the above fact with simultaneous white LED lighting, which
represents additional fuel supply system activation. Second operation parameter checks if air flow values are within set
limits and if this holds true, green LED lights up. Third basic operation parameter is related to air flow values becoming
higher than upper set values, leading to red LED lighting. Finally, fourth basic operation parameter is checking whether
air flow values remain above upper set value for a specific time period, leading to subsequent activation of decrease
fuel supply system, represented with lighting yellow LED, while half right of board LEDs also light up. MDO0550 air
flow sensor used here and its output analog voltage values act as input to FPGA’s ADC unit and converted values are
presented to seven-segment displays. The system uses DE10-Lite FPGA board and taking into account that specific
time periods, as well as upper and lower air flow limits can be set to a variety of values, gives our system the ability of
implementation in a wide range of applications such as car engine operation, human breath detection, room occupancy
detection, HVAC (Heating, Ventilation and Air Conditioning) system monitoring and weather stations. Our system is
cheap to manufacture and can be also combined with 10T systems, allowing its use to logistics applications.

Keywords: MDO0550 air flow sensor, air flow monitoring, FPGA, VHDL, Buzzer, LEDs.
. INTRODUCTION

It is well known that FPGASs have attracted attention of researchers in the recent years, for industrial as well as for a
variety of other applications. 414 FPGAs have the main advantage of combining software and hardware, thus enabling
hardware programming for a series of applications. The most used languages for FPGAs’ programing are VHDL and
Verilog and VHDL is the one used in our work.

Although a lot of work has been done concerning implementation of FPGAs in a variety of applications as mentioned
above, there are no works dealing with mass air flow sensor-based applications using FPGA boards. This kind of re-
search can provide a car engine operation and optimization control, useful for 10T and logistics applications.

We present here a mass air flow sensor-based system, which can monitor air flow values and subsequently provide a
series of controls in order to optimize engine operation due to direct relationship between air flow and fuel supply in
most engines.

Our system can prevent unexpected engine shutdown due to fuel supply interruption and also prevent engine strain and
wear and excessive fuel consumption due to over-running for a specific time period. The system can also inform user
for normal air flow values, leading to normal engine operation.

Another benefit of our system is that it can work with a variety of air flow sensors which provide an analog output and
also its cost is remarkably low.
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1. DESIGN OVERVIEW AND OPERATION OF THE SYSTEM

Figurel presents device overview and operational units of our system, using FPGA DE10-Lite board, while Figure 2
presents circuit diagram of the system. Subsequent Figure 3 presents the implemented mass air flow control system of
this work.

It is obvious from the above figures that our system, except from DE10-Lite FPGA board, contains also some basic
circuit parts. First is mass air flow monitoring system, second is output LEDs system and third is buzzer alarm system.
DE10-Lite FPGA board used here offers, its seven-segment displays for presenting input air flow sensor voltage values
and board LEDs mentioned above. Input voltage values have been multiplied by 100, for simplicity of presentation
where a value of 100 corresponds to 1V.
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Figure 1: Device overview and operational units of our system.

Time is the other input value used here and it is provided by FPGA’s clock.
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Figure 2: Circuit diagram of our system
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Figure 3: The implemented mass air flow control system of this work.

Our multiple mass air flow control system starts operating as soon as power supply +5V is applied to the circuits and
the VHDL program is sent via USB Blaster interface, to FPGA chip. Input values from both MAF sensor unit and
FPGA'’s clock are entered in our system. Analog to digital converter (ADC) of DE10-Lite proceeds to conversion and
finally input voltage values are presented in seven-segment displays of the FPGA board. It must be mentioned here
that mass air flow input voltage values (Vr) are divided into three basic zones shown below in Tablel. The zones’ lim-
its are arbitrary chosen and they are related to MDO0550 air flow sensor manual calibration.

Table 1: Characterization of air flow input values

Mass air flow input values Vr (V) Characterization
(100 corresponds to 1V)
Vr <330 Low values
Vr >=330 AND Vr <400 Normal values
Vr >= 400 High values
Vr >= 400 for a set time period e.g. 5sec Remaining high values

Upon our system’s operation begins, simultaneously four additional to ADC conversion and displaying, basic processes
begin to execute, according to Table 1. At first, air flow voltage input values are checked on whether they are in low
values zone. If this holds true then simultaneously buzzer starts sounding, blue external LED lights up, left half of
board LEDs light up and white LED is ON, representing additional fuel supply system activation, in order to maintain
engine in operation, as shown in Figure 4.

Figure 4: Air flow values below lower set values. Blue LED lights up and simultaneously white LED lighting, repre-
sents fuel supply system activation.
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Second process is related to normal zone input air flow values and in this case green external LED lights up, presented

in Figure 5.
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Figure 5: Air flow values within set limits and green LED is ON.

If input air flow values are checked, via third process, to be within high values zone, red external LED lights up indicat-
ing this fact, as shown in Figure 6.

Figure 6: Air flow values above upper set limit values and red LED lights on.

Fourth basic process is checking whether mass air flow input values are continuously remaining within high zone. This
situation poses a risk of damage to the engine and is also an unnecessary consumption of fuel, so yellow external LED
and right half of board LEDs light up, with yellow LED representing the activation of fuel supply decrease system, as

presented in Figure 7.

Figure 7: Air flow values remaining above upper set values for a set time period. Red and yellow LEDs are ON with
yellow LED representing fuel supply decrease system activation.
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Essentially we are using a counter unit which counts with clock pulses, the times that input air flow values are found to
be above upper set limit. We must mention that, for simplicity reasons, we set the number of counted times exceeding
upper set air flow input values, equal to 5 for a five seconds duration time period.

All of the above external LEDs are connected to 1/O pins of the FPGA board and act as outputs for our system, capable
of activating corresponding control systems.

It must be mentioned that specific time periods and mass air flow zones are set by the programmer. This gives our sys-
tem the ability to monitor and control a variety of engines or other environments. In this work in order to obtain fast
results we set time period of fourth zone to a range of 5-15 sec, as mentioned earlier.

Another important fact of our system’s design is that it receives input air flow voltage values periodically, ensuring
continuous air flow change monitoring.

1. PROGRAMING THE SYSTEM

We used Quartus Prime Lite Edition 21.1.1 to create the VHDL programs of our system. It must be mentioned here that
before proceeding with the VHDL programming of our system, we had to set a series of parameters controlling the op-
eration of DE10-Lite FPGA’s Analog to Digital Converter (ADC). This converter plays a very important role in the
whole system operation, since it converts the analogue input voltage from MDO0550 air flow sensor connected to FPGA
board to digital values, acting as main input of the system. The files created by the above ADC parameters setting are
imported into the final project of our system.
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Figure 8: Flowchart diagram, presenting main functions-processes of our system.

A flowchart diagram, presenting main functions of our system is presented in Figure 8, while the APPENDIX contains
the whole VHDL program.
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It is clear that the system basically operates five functions. All of them use processes in VHDL programming language.
These processes are running as long as the system is ON, which is ensured when the system is powered and the switch
SW1 of the FPGA board, which simulates the ignition switch of the car, gives binary 1 as logic output. All external or
board’s LEDs as well as buzzer system, are programmed to work as logic outputs, thus they are at the ON state if they
receive binary 1 as logic output.

The first function playing definitive role in system operation, uses analog input voltage values provided from MDO0550
mass air flow sensor as main input, convert them to digital values and present the final result in seven-segment dis-
plays. Calculated input sensor voltage values are used in many other processes, in order to activate control systems and
external or internal LEDs. First function also includes time input values which come out of a separate process based on
FPGA board’s clock. It is a very important process whenever time parameter is needed.

Second function includes the process that simultaneously activates blue LED, buzzer system, left half of board LEDs
and white LED in case that input air flow values are in the range of Vr< 330. Needless to say that our program gives
the ability of setting air flow limits according to the application that our system is used.

Third function of our system refers to the procedure of checking whether input air flow values are within normal set
limits, thus no other action is required than simply lighting green external LED. This means that engine works properly.

Fourth basic function of our system controls the unit responsible for monitoring air flow input values in order to deter-
mine if they exceed upper set limit. In this case red external LED lights up to inform user about this fact.

Fifth function of our system is programmed to count the number of times that air flow input values remain above upper
set value for a specific time period also set by programmer. If the above number is equal or greater than specific value,
for example 5 for 5 sec time period, then logic output 1 is send to red LED, right half of board LEDs and yellow LED.
As mentioned above yellow LED represents fuel supply decrease system which is activated in order to reduce fuel con-
sumption and also prevent engine’s strain.

v. CONCLUSION

A novel FPGA-based system is presented here, which manages to monitor mass air flow injected into an engine with
subsequent injection of related fuel quantity and activate corresponding control systems for achieving optimum engine
operation, which in our case are represented by internal or external LEDs and buzzer system. The system uses the
MD0550 mass air flow sensor and it is capable of simultaneous monitoring whether air flow values are below lower set
limit or within set range values or else above upper set limit. In the first case except from blue external LED, left half
of board LEDs and buzzer, the system of additional fuel supply is activated, represented by white LED lighting. In the
second case of air flow values being within set range, green LED lights up. Finally if air flow values are above upper
set limit red LED is ON and in case that air flow values remain above upper set values for a specific time period, the
system of decrease fuel supply is activated represented here by yellow LED, while right half of board LEDs also light
up. Time period, lower and upper air flow values are simultaneously monitored and can be set to values that each appli-
cation requires. This gives to our system the advantage of implementation to a variety of applications. The system can
work with all commercial air flow sensors that provide an analog output and also it is easy to be manufactured, provid-
ing also the benefit of low cost.
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APPENDIX
library ieee;

use ieee.std_logic_1164.all;

use ieee.numeric_std.all;

use ieee.std_logic_signed.ALL; --step=step+1
use ieee.std_logic_unsigned.ALL,;

entity DE10_Lite_ MAF_sensor is
generic(ClockFrequencyHz : integer:=50000000);

port
(

rst : in std_logic; --SW8

nRst

: in std_logic; -- Negative reset

Seconds : inout integer;
Ticks : inout integer;

led1:
led2:

led3
led4
led5
led6
led7
led8

out std_logic;--1-5(0-4) LEDs light up when air flow values remain equal or higher than upper limit, for 5 sec
out std_logic;

> out std_logic;
> out std_logic;
> out std_logic;
> out std_logic;--6-10(5-9) LEDs light up when air flow values are equal or lower than lower limit
> out std_logic;
> out std_logic;
led9:

out std_logic;

led10: out std_logic;

led_blue: buffer std_logic; --air flow equal or below lower limit
led_red: buffer std_logic;--air flow equal or above upper limit
led_green: buffer std_logic;--air flow normal

led_blue_out: out std_logic;--air flow equal or below lower limit
led_red_out: out std_logic;--air flow equal or above upper limit
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led_green_out: out std_logic;--air flow normal

led_white: buffer std_logic;--air flow equal or below lower limit-automatic fuel supply increase system

led_yellow: buffer std_logic;--air flow equal or above upper limit for 5 sec-automatic fuel supply decrease system
led_white_out: out std_logic;--air flow equal or below lower limit-automatic fuel supply increase system
led_yellow_out: out std_logic;--air flow equal or above upper limit for 5 sec-automatic fuel supply decrease system

buzzer:out std_logic; --rings on air flow below lower critical limits
Vr: buffer integer;

d2bbuf :buffer integer range 0 to 9;

d1bbuf :buffer integer range 0 to 9;

dObbuf :buffer integer range 0 to 9;

SWO : in std_logic;

SW1 : in std_logic;--car engine on/off switch

-- Clocks

ADC_CLK _10: instd_logic;
MAX10_CLKZ1 50: in std_logic;
MAX10_CLK2_50: in std_logic;

-- KEYs

KEY: in std_logic_vector(1 downto 0);

-- HEX

HEXO: out std_logic_vector(7 downto 0);
HEXZ: out std_logic_vector(7 downto 0);
HEX2: out std_logic_vector(7 downto 0);

ARDUINO_IO: inout std_logic_vector(15 downto 0);
ARDUINO_RESET_N: inout std_logic);

-- GPIO

--GPIO: inout std_logic_vector(35 downto 0));

end entity;

architecture DE10_Lite. MAF_sensor_Arch of DE10_Lite MAF_sensor is

-- Analog to Digital Converter IP core
component myADC is
port

(

clk_clk: in std_logic :='X",

modular_adc_0_command_valid: in std_logic :="X";
modular_adc_0_command_channel: in std_logic_vector(4 downto 0) := (others => 'X");
modular_adc_0_command_startofpacket: in std_logic :='X’;
modular_adc_0_command_endofpacket: in std_logic := "X’
modular_adc_0_command_ready: out std_logic;

modular_adc_0_response_valid: out std_logic;

modular_adc_0_response_channel: out std_logic_vector(4 downto 0);
modular_adc_0_response_data: out std_logic_vector(11 downto 0);
modular_adc_0_response_startofpacket: out std_logic;
modular_adc_0_response_endofpacket: out std_logic;

reset_reset_n: in std_logic

);
end component myADC;

signal modular_adc_0_command_valid: std_logic;

signal modular_adc_0_command_channel: std_logic_vector(4 downto 0);
signal modular_adc_0_command_startofpacket: std_logic;

signal modular_adc_0_command_endofpacket: std_logic;

signal modular_adc_0_command_ready: std_logic;

signal modular_adc_0_response_valid: std_logic;

signal modular_adc_0_response_channel: std_logic_vector(4 downto 0);
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signal modular_adc_0_response_data: std_logic_vector(11 downto 0);
signal modular_adc_0_response_startofpacket: std_logic;

signal modular_adc_0_response_endofpacket: std_logic;

signal clk_clk: std_logic;

signal reset_reset_n: std_logic;

type state_machines is (sm0,sm1, sm2, sm3, sm4);

signal sm: state_machines;

-- signals to store conversion results

signal ADCIN1,ADCIN4, ADCIN3,ADCIN2: std_logic_vector(11 downto 0);
signal AD1,AD4, AD3,AD2: std_logic_vector(11 downto 0);

-- signal for BCD digits

signal digit2b, digitlb, digitOb: std_logic_vector(3 downto 0);

signal digit2, digitl, digit0: std_logic_vector(3 downto 0);

-- signal to determine how fast the
-- 7-seg displays will be updated
signal cnt: integer;

signal state LED_right: std_logic;
signal state LED_left: std_logic;
signal state_Vr: integer;

signal xmax_maximum: integer;
begin

-- ADC port map

adcl: myADC port map

modular_adc_0_command_valid => modular_adc_0_command_valid,
modular_adc_0_command_channel => modular_adc_0_command_channel,
modular_adc_0_command_startofpacket => modular_adc_0_command_startofpacket,
modular_adc_0_command_endofpacket => modular_adc_0_command_endofpacket,
modular_adc_0_command_ready => modular_adc_0_command_ready,
modular_adc_0_response_valid => modular_adc_0_response_valid,
modular_adc_0_response_channel => modular_adc_0_response_channel,
modular_adc_0_response_data => modular_adc_0_response_data,
modular_adc_0_response_startofpacket => modular_adc_0_response_startofpacket,
modular_adc_0_response_endofpacket => modular_adc_0_response_endofpacket,
clk_clk => clk_clk,

reset_reset_n => reset_reset_n

);

clk_clk <= MAX10_CLK1_50;
reset_reset n <= KEY(0);

-- process for reading new samples
pl: process(reset_reset n, clk_clk)
begin
if reset_reset_n ='0' then
sm <= smo;
elsif rising_edge(clk_clk) then
case smis
when sm0 =>
sm <=smi,
modular_adc_0_command_valid <="1";
modular_adc_0_command_channel <= "00001";
when sm1 =>
if modular_adc_0_response_valid ='1' then
modular_adc_0_command_channel <= "00010";
ADCIN4 <= modular_adc_0_response_data;
sm <=sm2;
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end if;
when sm2 =>
if modular_adc_0_response_valid = '1' then
modular_adc_0_command_channel <= "00001";
modular_adc_0_command_channel <= "00011";
ADCIN1 <= modular_adc_0_response_data;
sm <=smi,;
sm <=sm3;
end if;
when sm3 =>
if modular_adc_0_response_valid = '1' then
modular_adc_0_command_channel <= "00100";
ADCIN2 <= modular_adc_0_response_data;
sm <= sm4,;
end if;
when sm4 =>
if modular_adc_0_response_valid = '1' then
modular_adc_0_command_channel <= "00001";
ADCIN3 <= modular_adc_0_response_data;
sm <=smil,;
end if;
when others =>
end case;
end if;
end process;

-- process for conversion from binary to BCD (analog input voltage)
p3: process(AD2,d2bbuf,d1bbuf,d0bbuf)

variable vin: integer;

variable d2, d1, dO: integer;

begin

vin :=to_integer(unsigned(std_logic_vector(to_unsigned(to_integer(unsigned(AD2)) * 500,
32))(31 downto 12)));

d2 :=vin/ 100;

d1 :=vin mod 100 / 10;

dO := ((vin mod 100) mod 10);

digit2b <= std_logic_vector(to_unsigned(d2, 4));

digitlb <= std_logic_vector(to_unsigned(dl, 4));

digitOb <= std_logic_vector(to_unsigned(do, 4));

d2bbuf<=d2;

dlbbuf<=d1;

dObbuf<= d0;

end process;

state_Vr<= (d2bbuf*100)+(d1bbuf*10)+(d0Obbuf);
Vr<= state_Vr;

-- determine how fast the 7-seg displays will be updated
p4: process(reset_reset_n, clk_clk)
begin

if reset_reset_n ='0' then

cnt <=0;

elsif rising_edge(clk_clk) then

if cnt <20_000_000 then
cnt<=cnt + 1;

else

cnt <=0;

AD1 <= ADCINI,;
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AD2 <= ADCINZ;
AD3 <= ADCINS3;
AD4 <= ADCIN4;
end if;
end if;
end process;
process(MAX10_CLK1_50) is
begin
if rising_edge(MAX10_CLKZ1_50) then --tcodVvapo tov IF CLK'EVENT AND CLK="1"
------ If the negative reset signal is active
if nRst ='0" then
Ticks <=0;
Seconds <=0;
else
-- True once every second
if Ticks = ClockFrequencyHz - 1 then
Ticks <= 0;
Seconds <= Seconds + 1;
else
Ticks <= Ticks + 1;
end if;
end if;
end if;
end process;
process (Vr,seconds, MAX10_CLK1 50, state LED _right, led_yellow,
Xmax_maximum)
variable sec: integer;
begin
IF Vr=400 THEN--50000000 Ticks= 1sec and Vr=10 corresponds to 0.1V input
sec:=seconds;
end if;
IF (MAX10_CLK1_50'event and MAX10_CLK1 50 ='1') THEN
IF ((seconds>=sec AND seconds<=sec+5) AND Vr>=400) THEN
Xmax_maximum<=xmax_maximum-+1;
else
Xmax_maximum<=xmax_maximum;
end if;
end if;
IF ((xmax_maximum>=5) AND Vr>=400) THEN
led_yellow<="1",
state LED_right<="1"
else
led_yellow<='0;
state LED_right<='0;
end if;
end process;
process (Vr, led_blue,led_red, led_green, state LED_left, led_white)
begin
IF Vr>=400 THEN
led_red<="1"
else
led_red<='0"
end if;
IF Vr<330 THEN
led_blue<="1";
led_white<="1";
state LED left<="1";
else
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led_blue<='0";
led_white<="0";
state LED_left<="0";
end if;
IF Vr<400 AND Vr>=330 THEN
led_green<="1",
else
led_green<='0';
end if;
end process;
led_blue_out<=led_blue;
led_red_out<=led red;
led_green_out<=led_green;
led_white_out<=led_white;
led_yellow_out<=led_yellow;
ledl<=state LED right;
led2<=state_ LED right;
led3<=state_LED _right;
led4<=state LED _right;
led5<=state_LED_right;
led6<=state LED_left;
led7<=state_LED_left;
led8<=state LED _left;
led9<=state LED left;
led10<=state LED_|eft;
--buzzer sounds
Process(MAX10_CLK1 50,Vr)
variable i : integer := 0;
BEGIN
IF Vr<330 THEN -- buzzer sounds
if MAX10_CLK1 50'event and MAX10_CLK1 50 ="1"then
if i <= 50000000 then
i=i+1;
buzzer <="'1";
elsif i > 50000000 and i < 100000000 then
i=i+1;
buzzer <="0
elsif i = 100000000 then
i:=0;
end if;
end if;
end if;
end process;
process(SWO,digit2b,digitlb,digitOb)
begin
IF SW0='0' THEN
digit2 <= digit2b;--first digit of temperature
digitl <= digitlb;--second digit of temperature
digit0 <= digitOb;--third digit of temperature
end if;
end process;
WITH digit2 SELECT
HEX2 <="01000000" WHEN "0000", -- display 0
"11111001" WHEN "0001", -- display 1
"10100100" WHEN "0010", -- display 2
"10110000" WHEN "0011", -- display 3
"10011001" WHEN "0100", -- display 4
"10010010" WHEN "0101", -- display 5
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"10000011" WHEN "0110", -- display 6
"11111000" WHEN "0111", -- display 7
""10000000" WHEN "1000", -- display 8
"10011000" WHEN "1001", -- display 9
"11111111" WHEN OTHERS; -- blank display

WITH digitl SELECT

HEX1 <= "11000000" WHEN "0000", -- display 0
"11111001" WHEN "0001", -- display 1
"10100100" WHEN "0010", -- display 2
"10110000" WHEN "0011", -- display 3
"10011001" WHEN "0100", -- display 4
"10010010" WHEN "0101", -- display 5
"10000011" WHEN "0110", -- display 6
"11111000" WHEN "0111", -- display 7
""10000000" WHEN "1000", -- display 8
"10011000" WHEN "1001", -- display 9
"11111111" WHEN OTHERS; -- blank display

WITH digit0 SELECT

HEXO0 <= "11000000" WHEN "0000", -- display 0
"11111001" WHEN "0001", -- display 1
"10100100" WHEN "0010", -- display 2
"10110000" WHEN "0011", -- display 3
"10011001" WHEN "0100", -- display 4
"10010010" WHEN "0101", -- display 5
"10000011" WHEN "0110", -- display 6
"11111000" WHEN "0111", -- display 7
""10000000" WHEN "1000", -- display 8
"10011000" WHEN "1001", -- display 9
"11111111" WHEN OTHERS; -- blank display
end architecture;
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